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1 Introduction

This paper has been prepared for the workshop Foundations of Cyber-Physical Systems, taking place on June
2nd, 2017, at KTH, Sweden. The goal of this paper is to start a discussion around the question what is the
science of system design? In our opinion, such a science exists and is common to Cyber-Physical Systems
(CPS) as to many other complex systems, in the sense described below. We will therefore speak generally
of systems here, without focusing specifically on CPS.

Following [21, 22], we use the term system to denote dynamical systems in general, that is, objects
that have a notion of state, a notion of dynamics (i.e., evolution of state over time), and a notion of
composition, which allows to build larger systems from smaller and simpler components or subsystems.
System composition is fundamental but often neglected in traditional system theories. On the other hand,
compositionality has been extensively studied in the field of formal methods such as model checking [3, 6]
and formal software development methodologies [10, 11, 8, 25, 2]. We use the term design not in the artistic
sense, but in the engineering sense, to include the entire process from initial concept to final product.

2 System design approaches

There are basically two approaches to system design: (1) design by trial and error, and (2) model-based
design. In trial-and-error, design is typically done by building prototypes, testing them (often in the field),
finding errors, fixing them, and repeating the process. This approach may be feasible for relatively simple
systems, but does not scale well and becomes infeasible for complex systems. By complex, we mean systems
that are difficult to understand, to reason about, and to argue for their correct behavior. There are several
factors contributing to the complexity of modern systems, from sheer size (e.g., millions of lines of code) to
subtle cyber-physical interactions. A major complexity factor is the fact that modern systems fundamentally
rely on software. Software is inherently complex: even small programs can exhibit behavior that defies the
understanding of today’s mathematics [22]. The larger the software, the smaller the chance to “get it right”
simply by trial-and-error. This not only makes design by trial-and-error expensive and error prone. It also
makes it unsafe, as most CPSs are safety-critical. Despite this, trial-and-error is prevalent today (c.f., the
development of self-driving cars, and related accidents).

An alternative approach is model-based design (MBD) which proposes to use models rather than proto-
types, at least during the design phase, but more and more also during other phases and indeed during the
entire lifetime of the product [13]. Models are often cheaper to produce and test. Bugs found are typically
found earlier when it is easier and cheaper to fix. Perhaps most importantly, a system model can often
be subjected to formal verification, which provides stronger guarantees than simulation or testing. Such
guarantees may include proofs of correctness with respect to given formal specifications.
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3 Is there a science of software and system design?

The position of this paper is that software and system development need not be just a craft or an art [12]. It
can be a science. Understandably, the science of system design sounds so broad that one may be suspicious.
After all, there are entire disciplines devoted specifically to the study of different types of systems, from
mechanical, to electrical, to software engineering, and many more. Can the science of system design seriously
claim to encompass all these disciplines? Our goal here is not to make grandiose claims about a “theory of
everything”. Nevertheless, we still believe that an overarching discipline of system design is both feasible
and necessary. Such a discipline studies abstractions and common principles that are fundamental in all
kinds of systems (see below). Such a discipline will also create rigorous interfaces with specific disciplines
such as the ones mentioned above.

We believe that formal methods provide many of the foundations of the science of system design. Notions
such as specification vs. implementation, correctness, termination, transition system, reachability, hierarchy,
compositionality, interfaces, abstraction, refinement, and many more, are fundamental to most systems. Yet
most engineers ignore these notions or, even if they have an intuitive understanding of them, have not been
educated formally in them. Education is a crucial part of our vision. Courses in formal methods, verification,
even basic logic, are typically given only at the advanced postgraduate level. What is worse, students often
lack knowledge of basic mathematics (sets, functions, relations). Such courses need to be moved to the
undergraduate curriculum and offered beyond the standard EECS majors.

But the task of developing (or consolidating from its fragments) the science of system design is Herculean,
and will rely, in addition to education, on significant investments in research. In addition to classic and
difficult topics such as computational logic, optimization, formal verification, program synthesis (e.g., see [1]),
formal software engineering, programming languages, hybrid systems [18], and many more, we need to invest
more effort in building bridges and interfaces, to close the gaps between the various disciplines. Efforts
towards that direction include but are certainly not limited to: formal aspects of multi-view modeling [17,
15, 14]; compositional simulation [4, 20]; theories of contracts and interfaces [23, 7, 16, 9]; and semantics-
preserving techniques to bridge high-level models and their low-level implementations [5, 19, 24].
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